# 최소 C 언어 명세 (Min-C)

## Part I: 언어 축소의 기초 원리

이 보고서는 표준 C 언어의 모든 표현력을 유지하면서 불필요한 기능을 제거하여 최소한의 기능 집합만을 갖는 프로그래밍 언어, 'Min-C'의 명세를 정의하는 것을 목표로 한다. 이 과정은 단순히 언어의 구문 요소를 줄이는 것을 넘어, 프로그래밍 언어 설계의 근본적인 원칙과 계산 이론에 기반한 정밀한 축소 작업을 의미한다. 본 파트에서는 Min-C를 설계하는 데 사용된 이론적 프레임워크와 핵심 원칙을 제시한다.

### 제1장: 표현적 동등성과 튜링 완전성

Min-C 설계의 최우선 목표는 표준 C 언어와의 계산적 동등성(computationally equivalent)을 보장하는 것이다. 이는 표준 C로 구현할 수 있는 모든 알고리즘은 Min-C로도 동일하게 구현할 수 있어야 함을 의미한다. 이러한 계산 능력의 기준선은 튜링 완전성(Turing completeness) 개념으로 정의된다. 어떤 프로그래밍 언어가 튜링 기계가 수행할 수 있는 모든 계산을 시뮬레이션할 수 있다면, 그 언어는 튜링 완전하다고 말한다. 표준 C는 튜링 완전하며, 따라서 Min-C 역시 튜링 완전성을 유지해야 한다. 핵심적인 전제는, 언어의 특정 기능(feature)을 줄이는 것이 반드시 계산 능력의 감소로 이어지지는 않는다는 점이다. 필수적인 핵심 원시 기능(primitive) 집합이 유지된다면, 언어는 최소한의 구문으로도 완전한 표현력을 가질 수 있다.

이러한 제어 흐름의 단순화 가능성을 이론적으로 뒷받침하는 것이 바로 봄-야코피니 정리(Böhm-Jacopini theorem)이다.1 이 정리는 어떠한 복잡한 제어 흐름을 가진 프로그램이라도 단 세 가지 기본 제어 구조, 즉 순차(sequence), 선택(selection), 반복(iteration)만을 사용하여 재작성할 수 있음을 증명한다.

* **순차(Sequence):** 문장들이 순서대로 하나씩 실행되는 구조.
* **선택(Selection):** 조건에 따라 두 개 이상의 경로 중 하나를 선택하여 실행하는 구조 (예: if-else).
* **반복(Iteration):** 특정 조건이 만족되는 동안 코드 블록을 반복적으로 실행하는 구조 (예: while 루프).

이 정리는 for 루프, do-while 루프, switch 문과 같은 다양한 제어 구조들이 사실상 if와 while이라는 더 근본적인 구조로 대체될 수 있음을 시사한다. 이는 언어 명세에서 불필요한 제어 구조를 제거하고 핵심적인 요소만 남길 수 있다는 강력한 이론적 근거를 제공한다.

그러나 봄-야코피니 정리가 if와 while의 충분성을 보장하지만, 더 근본적이고 강력한 원시 기능의 조합이 존재한다. 모든 구조화된 루프는 컴파일 과정에서 궁극적으로 기계어 수준의 조건부 점프(conditional jump)와 무조건부 점프(unconditional jump) 명령어로 변환된다.3 C 언어에서 이러한 저수준 점프 기능을 직접적으로 반영하는 고수준 구문이 바로

goto 문이다. while 루프는 if와 goto의 조합으로 완벽하게 구현될 수 있다. 예를 들어, while (condition) 구문은 "만약 condition이 거짓이면 루프를 탈출하고, 참이면 루프 본문을 실행한 뒤 다시 condition 검사 지점으로 돌아가라"는 논리로 구성되며, 이는 if와 goto를 통해 직접적으로 표현할 수 있다.

따라서 진정한 최소주의적 언어 명세를 추구한다면, if와 while 대신 if(조건부 점프)와 goto(무조건부 점프)를 핵심 제어 흐름 원시 기능으로 채택하는 것이 더 우월한 선택이다. 이 조합은 봄-야코피니 정리를 만족시키는 while 루프를 구성할 수 있을 뿐만 아니라, 다중 루프 탈출(multi-level loop break)과 같이 순수 구조적 프로그래밍만으로는 어색하게 구현되는 복잡한 제어 흐름을 훨씬 더 직접적이고 효율적으로 구현할 수 있게 해준다.4 결론적으로, Min-C는 제어 흐름의 최소 원시 기능으로

if와 goto를 채택하여, 최소한의 구문으로 최대의 표현력을 확보한다.

### 제2장: 문법적 설탕 제거를 위한 프레임워크

문법적 설탕(syntactic sugar)은 프로그래밍 언어에서 이미 존재하는 기능들을 더 간결하거나 읽기 쉽게 표현할 수 있도록 제공되는 구문이다. 이러한 구문은 언어의 근본적인 표현력을 확장하지는 않지만, 프로그래머의 편의성을 높이는 역할을 한다. Min-C의 설계 원칙은 이러한 문법적 설탕을 체계적으로 제거하여 언어의 핵심만을 남기는 것이다.

제거의 기준은 명확하다. 만약 언어의 특정 기능 F가 다른 더 근본적인 기능들의 조합인 {f1, f2,...}으로 체계적이고 알고리즘적으로 완벽하게 대체될 수 있다면, F는 문법적 설탕으로 간주되어 제거 대상이 된다. 이 원칙에 따라 제거될 대표적인 C 언어의 문법적 설탕은 다음과 같다.

* **복합 할당 연산자(Compound Assignment Operators):** +=, -=, \*= 등과 같은 연산자들은 문법적 설탕의 전형적인 예이다. 이들은 이항 연산과 할당 연산을 결합한 것으로, x += y는 x = x + y와 완벽하게 동일한 의미를 갖는다.7 따라서 Min-C에서는 기본 할당 연산자  
  =와 기본 이항 연산자들만 유지하고, 모든 복합 할당 연산자는 제거한다.
* **삼항 조건 연산자(Ternary Conditional Operator):** condition? value1 : value2 형태의 삼항 연산자는 값을 반환하는 if-else 문의 간결한 표현이다.11 이 연산자는 항상 표준적인  
  if-else 블록으로 재작성될 수 있으므로, Min-C에서는 if-else 구문만을 남기고 삼항 연산자는 제거한다.
* **콤마 연산자(Comma Operator):** 콤마 연산자는 하나의 표현식 내에서 여러 연산을 순차적으로 실행하는 데 사용되지만, 대부분의 경우 세미콜론으로 문장을 분리하는 것으로 대체할 수 있다.14  
  for 루프의 초기화나 증감식에서 관용적으로 사용되지만, for 루프 자체가 제거되므로 그 필요성은 더욱 감소한다.

문법적 설탕을 제거하는 것은 단순히 키워드의 수를 줄이는 것 이상의 깊은 의미를 지닌다. 이는 특정 연산을 표현하는 유일하고 표준적인(canonical) 방법을 강제하는 설계 철학을 반영한다. 표준 C에서는 동일한 논리를 여러 방식으로 표현할 수 있다 (예: i++, i = i + 1, i += 1). 컴파일러는 이러한 다양한 표현들이 의미적으로 동일하다는 것을 인식해야 하므로, 파싱 및 의미 분석 단계에서 복잡성이 증가한다.

Min-C에서는 각 연산에 대해 단 하나의 표현 방식만을 허용함으로써 (예: 오직 x = x + 1만 유효) 언어의 문법(grammar) 자체가 단순해진다. 이는 Min-C를 위한 컴파일러나 정적 분석 도구를 작성하는 작업을 훨씬 용이하게 만든다. 또한, 프로그래머에게 더 명시적인 코드를 작성하도록 강제함으로써, 콤마 연산자의 우선순위와 관련된 혼동과 같은 특정 유형의 버그를 줄일 수 있다.14 결국 문법적 설탕의 제거는 프로그래머의 편의성이나 코드의 간결함보다 언어의 단순성, 형식적 분석 가능성, 그리고 명시성을 우선시하는 설계적 선택이다. 이 원칙은 Min-C 명세 전반에 걸쳐 일관되게 적용된다.

## Part II: Min-C 언어 명세

본 파트는 Min-C 언어의 형식적인 정의를 담고 있다. 어휘 요소, 데이터 타입, 연산자, 제어 흐름, 함수, 집합 데이터 타입 및 메모리 모델을 포함하여 언어의 모든 측면을 상세히 기술한다.

### 제3장: 어휘 요소와 기본 데이터 타입

Min-C의 가장 기본적인 구성 요소인 어휘적 구조와 데이터 타입을 정의한다. 이는 컴파일러가 소스 코드를 해석하는 첫 단계에 해당한다.

#### 어휘 요소

* **문자 집합(Character Set):** Min-C 소스 코드는 표준 ASCII 문자 집합을 사용하여 작성된다.
* **키워드(Keywords):** Min-C 언어에서 특별한 의미를 갖는 예약어는 다음과 같이 최소한의 집합으로 제한된다.
  + if, else, goto, return
  + struct
  + sizeof
  + char, short, int, long, unsigned
  + void
* **제외된 키워드:** 표준 C의 나머지 키워드들(for, while, do, switch, case, default, union, enum, const, typedef, static, extern, volatile 등)은 Min-C 언어의 일부가 아니다.
* **식별자(Identifiers):** 변수, 함수, 사용자 정의 타입의 이름을 지정하는 식별자는 영문자(a-z, A-Z) 또는 밑줄(\_)로 시작해야 하며, 이후에는 영문자, 숫자(0-9), 밑줄을 포함할 수 있다. 키워드는 식별자로 사용할 수 없다.
* **리터럴(Literals):** 소스 코드에 직접 표현되는 고정된 값이다.
  + **정수 리터럴:** 10진수, 8진수(접두사 0), 16진수(접두사 0x 또는 0X)로 표현된다. 접미사 u 또는 U는 unsigned 타입을, l 또는 L은 long 타입을, ll 또는 LL은 long long 타입을 명시하는 데 사용된다.
  + **문자 리터럴:** 작은따옴표(' ')로 묶인 단일 문자(예: 'a')로 표현된다.
  + **문자열 리터럴:** 큰따옴표(" ")로 묶인 문자들의 연속(예: "hello")으로 표현되며, 메모리 상에서는 널 종료 문자(\0)가 끝에 추가된 char 배열로 저장된다.

#### 기본 데이터 타입

Min-C는 사용자의 요구사항에 따라 모든 표준 정수 타입을 포함하며, C의 기본적인 메모리 모델을 지원하기 위한 필수 타입들을 정의한다.

* **정수 타입(Integer Types):**
  + char: 최소 8비트 크기의 정수 타입.
  + short int (또는 short): 최소 16비트 크기의 정수 타입.
  + int: 최소 16비트 크기의 정수 타입으로, 대상 아키텍처에서 가장 자연스러운 크기를 갖는다.
  + long int (또는 long): 최소 32비트 크기의 정수 타입.
  + long long int (또는 long long): 최소 64비트 크기의 정수 타입.
  + 위의 모든 정수 타입은 signed(기본값) 또는 unsigned 한정자와 함께 사용될 수 있다.
* **부동소수점 타입(Floating-Point Types):** 표준 C와의 완전한 표현력 동등성을 위해 부동소수점 연산을 지원한다.
  + float
  + double
  + long double
* **void 타입:** 타입이 없음을 명시적으로 나타내는 특수한 타입이다. 주로 값을 반환하지 않는 함수의 반환 타입이나, 일반화된 포인터(void\*)를 선언하는 데 사용된다.
* **포인터 타입(Pointer Types):** 모든 데이터 타입 T에 대해, T 타입의 객체를 가리키는 포인터 타입 T\*가 존재한다.

#### const 한정자의 배제

Min-C에서는 const 키워드를 의도적으로 배제한다. C 언어에서 const는 변수가 저장된 메모리를 물리적으로 쓰기 불가능하게 만드는 것을 보장하지 않는다. 대신, 컴파일러가 해당 변수에 대한 쓰기 시도를 컴파일 시점에 오류로 처리하도록 하는 약속에 가깝다.18 포인터를 통해

const 변수의 값을 변경하는 것이 기술적으로 가능하다.

이러한 const의 역할은 프로그래밍 규율을 통해 달성할 수 있으며, 명명된 상수가 필요한 경우, 언어 자체의 기능이 아닌 전처리기(preprocessor)의 #define 지시어를 사용하는 것이 더 원시적이고 미니멀리즘 철학에 부합한다.20 이는 언어의 핵심 명세를 단순하게 유지하면서 필요한 기능은 전처리 단계에서 해결하는 실용적인 타협안이다.

### 제4장: 연산자와 표현식

Min-C는 계산과 논리 연산을 수행하기 위한 최소한의 연산자 집합을 정의한다. 문법적 설탕에 해당하는 연산자들은 배제되고, 가장 근본적인 연산자들만이 명세에 포함된다.

#### 포함된 연산자

* **산술 연산자(Arithmetic Operators):** + (덧셈), - (뺄셈), \* (곱셈), / (나눗셈), % (나머지)
* **비트 연산자(Bitwise Operators):** & (비트 AND), | (비트 OR), ^ (비트 XOR), ~ (비트 NOT), << (왼쪽 시프트), >> (오른쪽 시프트)
* **논리 연산자(Logical Operators):** && (논리 AND), || (논리 OR), ! (논리 NOT). 이 연산자들은 if와 goto를 이용해 시뮬레이션할 수 있지만, 조건 평가의 핵심적인 역할을 하므로 명료성과 실용성을 위해 유지한다.
* **관계 연산자(Relational Operators):** == (같음), != (같지 않음), < (보다 작음), > (보다 큼), <= (작거나 같음), >= (크거나 같음)
* **할당 연산자(Assignment Operator):** = (단순 할당)
* **포인터 및 메모리 관련 연산자:** & (주소 연산자), \* (역참조 연산자), sizeof (크기 연산자)
* **멤버 접근 연산자(Member Access Operators):** . (직접 멤버 접근), `` (배열 첨자)

#### 배제된 연산자와 그 근거

* **구조체 포인터 멤버 접근 연산자 (->):**
  + **근거:** 사용자의 명시적인 요구사항에 따라 배제된다. 이 연산자는 (\*pointer).member 구문의 문법적 설탕이다.
  + **대체:** Min-C에서는 포인터를 통해 구조체 멤버에 접근할 때 반드시 (\*pointer).member 구문을 사용해야 한다. 이는 포인터를 먼저 역참조(\*)한 후, 그 결과 객체의 멤버에 접근(. )하는 과정을 코드에 명시적으로 드러내어, 연산의 의미를 더 명확하게 한다.
* **증감 연산자 (++, --):**
  + **근거:** 전위 및 후위 증감 연산자는 var = var + 1 또는 var = var - 1 연산의 축약형이다.
  + **대체:** 변수의 값을 1 증가시키거나 감소시키려면 var = var + 1 또는 var = var - 1 형태의 완전한 할당문을 사용해야 한다.
* **삼항 조건 연산자 (?:):**
  + **근거:** if-else 문의 간결한 표현으로, 문법적 설탕에 해당한다.11
  + **대체:** 조건에 따라 다른 값을 할당해야 할 경우, 명시적인 if-else 블록을 사용해야 한다.
* **콤마 연산자 (,):**
  + **근거:** 여러 표현식을 순차적으로 평가하는 기능은 대부분 세미콜론으로 문장을 분리하여 대체할 수 있다.14
  + **대체:** 순차적인 연산이 필요할 경우, 각 연산을 별도의 문장으로 작성한다.
* **복합 할당 연산자 (+=, \*=, 등):**
  + **근거:** var = var op expr 형태의 표현식을 축약한 문법적 설탕이다.7
  + **대체:** 모든 연산은 이항 연산자와 단순 할당 연산자 =를 조합하여 명시적으로 표현해야 한다. 예를 들어, x += 5는 x = x + 5로 작성한다.

### 제5장: 핵심 제어 흐름

Min-C는 제어 흐름을 위해 if와 goto라는 두 가지 원시적인 구문만을 제공한다. 이 최소한의 조합으로 표준 C의 모든 제어 구조(루프, 다중 분기 등)를 완벽하게 합성할 수 있음을 보인다.

#### 선택(Selection)

* **if-else 구문:** Min-C의 유일한 조건부 실행 메커니즘이다.
  + if (expression) statement
  + if (expression) statement1 else statement2

여기서 expression은 0이 아닌 값일 경우 참(true)으로, 0일 경우 거짓(false)으로 평가된다. statement는 단일 문장이거나 중괄호 {}로 묶인 복합 문장(블록)일 수 있다.

#### 분기(Branching)

* **goto 및 레이블(Label):** 프로그램 내의 지정된 위치로 제어를 무조건적으로 이전하는 유일한 메커니즘이다.
  + goto label;
  + label:

레이블은 함수 내에서 유일한 식별자이며, goto는 동일한 함수 내에 있는 레이블로만 점프할 수 있다.

#### 다른 제어 구조의 배제 및 합성

* **switch 문의 배제:**
  + **근거:** switch 문은 특정 변수의 값을 여러 상수와 비교하여 분기하는 구문으로, 이는 if-else if-else 연쇄 구조로 완벽하게 대체될 수 있다.23  
    switch는 가독성과 특정 상황에서의 컴파일러 최적화(점프 테이블 생성 등)를 위해 제공되는 편의 기능이지만, 언어의 최소성을 위해 배제된다.
  + **합성:** switch (var)는 if (var == const1) {... } else if (var == const2) {... }... else {... } 형태로 변환된다.
* **반복문 (for, while, do-while)의 배제:**
  + **근거:** 모든 반복 구조는 조건부 분기(if)와 무조건부 분기(goto)의 조합으로 합성될 수 있다. 이는 제1장에서 논의된 이론적 원칙의 직접적인 적용이다.
  + **합성 과정:**
    1. **for 루프:** for 루프는 while 루프의 문법적 설탕으로 간주될 수 있다.3  
       for (init; cond; inc) { body; }는 다음과 같이 while 루프로 변환된다.  
       C  
       init;  
       while (cond) {  
        body;  
        inc;  
       }
    2. **do-while 루프:** do-while 루프는 최소 한 번의 실행을 보장하는 반복문으로, 이 또한 while 루프와 유사한 구조로 변환 가능하다.34  
       do { body; } while (cond);는 다음과 같이 변환될 수 있다.  
       C  
       body;  
       while (cond) {  
        body;  
       }  
         
       또는 if/goto를 사용하면 더 직접적으로 표현된다.
    3. **while 루프의 if/goto 합성:** 모든 루프의 근간이 되는 while 루프는 if와 goto를 사용하여 다음과 같이 형식적으로 정의된다. while (cond) { body; }는 Min-C에서 다음과 같이 구현된다.  
       C  
       loop\_start:  
        if (!(cond)) goto loop\_end;  
        // body  
        goto loop\_start;  
       loop\_end:  
        // 루프 이후 코드 계속 실행

이러한 변환 규칙을 통해 Min-C는 if와 goto만으로 모든 종류의 반복 로직을 표현할 수 있음을 보장한다.

### 제6장: 함수와 프로그램 구조

함수는 코드의 재사용과 모듈화를 위한 가장 기본적인 추상화 메커니즘이다. 이는 문법적 설탕이 아닌 언어의 핵심 기능이므로, Min-C는 표준 C의 함수 관련 기능을 대부분 그대로 유지한다.

#### 함수 정의 및 선언

* **함수 정의(Function Definition):** 함수의 실제 코드를 포함하며, 반환 타입, 함수 이름, 매개변수 목록, 그리고 함수 본체(중괄호로 묶인 문장들의 집합)로 구성된다.  
  C  
  return\_type function\_name(parameter\_list) {  
   // 함수 본체  
  }
* **함수 선언(Function Declaration) / 프로토타입(Prototype):** 함수를 호출하기 전에 컴파일러에게 함수의 시그니처(반환 타입, 이름, 매개변수 타입)를 알려주는 역할을 한다. 이는 타입 검사를 가능하게 하고, 함수가 정의되기 전에 호출될 수 있도록 한다.  
  C  
  return\_type function\_name(parameter\_list);

#### 함수 호출 및 매개변수 전달

* **함수 호출(Function Call):** function\_name(argument\_list) 구문을 사용하여 함수를 실행한다.
* **매개변수 전달(Parameter Passing):** Min-C는 표준 C와 동일하게 값에 의한 전달(pass-by-value) 방식을 사용한다. 함수에 인자를 전달할 때, 인자의 값이 복사되어 함수의 매개변수에 할당된다. 따라서 함수 내에서 매개변수의 값을 변경해도 호출자(caller)의 원본 변수에는 영향을 미치지 않는다. 포인터를 전달함으로써 참조에 의한 전달(pass-by-reference)을 시뮬레이션할 수 있다.

#### return 문

return 문은 함수의 실행을 종료하고 제어를 호출자에게 반환한다. void가 아닌 함수는 반드시 return 문을 통해 값을 반환해야 하며, 반환되는 값의 타입은 함수 선언에 명시된 반환 타입과 호환되어야 한다. void 함수에서는 값을 반환하지 않는 return;을 사용하거나, 함수 본체의 끝에 도달하면 암묵적으로 반환된다.

#### 프로그램 진입점 (main 함수)

모든 Min-C 프로그램은 main이라는 이름의 함수에서 실행을 시작해야 한다. main 함수는 프로그램의 필수적인 진입점(entry point)이다. main 함수의 표준적인 형태는 다음과 같다.

C

int main(void) {  
 // 프로그램 코드  
 return 0;  
}  
  
int main(int argc, char\* argv) {  
 // 프로그램 코드  
 return 0;  
}

argc는 명령행 인자의 개수를, argv는 인자 문자열들의 배열을 가리키는 포인터이다.

#### 재귀(Recursion)

Min-C는 함수 호출 메커니즘을 통해 재귀를 자연스럽게 지원한다. 함수는 자기 자신을 직접 또는 간접적으로 호출할 수 있으며, 이는 재귀적인 알고리즘을 구현하는 데 필수적이다.

#### 함수 포인터 (Function Pointers)

함수 포인터는 C 언어의 핵심 기능 중 하나로, 문법적 설탕이 아닌 필수적인 요소이다. 함수 포인터는 함수의 메모리 주소를 변수에 저장하여, 런타임에 어떤 함수를 호출할지 동적으로 결정할 수 있게 해준다. 이는 콜백(callback) 메커니즘, 고차 함수(higher-order functions) 시뮬레이션, 상태 기계(state machine) 구현 등 고급 프로그래밍 기법에 필수적이므로 Min-C에 포함된다.

* **선언:** 함수 포인터는 반환 타입과 매개변수 타입을 명시하여 선언한다.  
  C  
  return\_type (\*pointer\_name)(parameter\_type\_list);  
    
  예를 들어, int를 반환하고 두 개의 int를 인자로 받는 함수를 가리키는 포인터 func\_ptr은 다음과 같이 선언한다.  
  C  
  int (\*func\_ptr)(int, int);
* **할당:** 함수의 이름(주소)을 함수 포인터 변수에 할당한다.  
  C  
  func\_ptr = &add; // & 연산자는 선택 사항  
  func\_ptr = add; // 이 또한 유효함
* **호출:** 함수 포인터를 통해 함수를 호출할 때는 포인터를 역참조하여 호출한다.  
  C  
  int result = (\*func\_ptr)(10, 20);  
    
  Min-C의 명시성 원칙에 따라, 포인터를 역참조하는 (\*func\_ptr) 형태의 호출을 표준으로 간주한다.

### 제7장: 집합 데이터 타입과 메모리 모델

Min-C는 데이터를 구조화하고 그룹화하기 위한 핵심적인 메커니즘으로 struct와 배열을 제공한다. union, 비트 필드, enum, typedef와 같은 편의 기능들은 배제되며, 이들의 기능은 더 근본적인 구조를 통해 시뮬레이션하는 방법을 제시한다.

#### struct (구조체)

* **정의:** struct는 서로 다른 타입의 변수들을 하나의 논리적 단위로 묶는 사용자 정의 복합 데이터 타입이다. 이는 Min-C에서 새로운 데이터 타입을 생성하는 주된 방법이다.  
  C  
  struct tag\_name {  
   type1 member1;  
   type2 member2;  
   //...  
  };
* **사용:** 구조체 변수는 struct tag\_name var;와 같이 선언하며, 멤버에는 . 연산자를 사용하여 접근한다 (var.member1).

#### 배열(Arrays)

* **정의:** 배열은 동일한 타입의 요소들이 메모리에 연속적으로 저장된 집합이다.
* **선언:** type array\_name[size]; 형태로 선언한다.
* **사용:** 배열 요소에는 첨자 연산자 ``를 사용하여 접근한다 (array\_name[index]).

#### 배제된 집합 데이터 타입 및 시뮬레이션

* **union의 배제:**
  + **근거:** union은 여러 멤버가 동일한 메모리 공간을 공유하도록 하는 기능이다. 이는 타입 시스템을 우회하여 메모리를 다른 방식으로 해석하는, 즉 타입 퍼닝(type-punning)에 주로 사용된다. 이 기능은 더 명시적인 방법으로 시뮬레이션 가능하다.
  + **시뮬레이션:** union의 기능은 충분한 크기의 char 배열을 할당하고, 해당 배열을 가리키는 포인터를 원하는 타입의 포인터로 명시적으로 형변환(casting)하여 구현할 수 있다.40 이 방식은 메모리 재해석이 일어나는 지점을 코드 상에 명확히 드러내어, 저수준 메모리 조작의 의도를 분명히 한다.  
    C  
    // union { int i; float f; } u; 를 시뮬레이션  
    char buffer[43]; // sizeof(int)와 sizeof(float) 중 큰 값 이상  
    int\* i\_ptr = (int\*)buffer;  
    float\* f\_ptr = (float\*)buffer;  
    \*i\_ptr = 10; // 정수로 사용  
    // 이제 \*f\_ptr을 통해 해당 메모리를 부동소수점으로 접근
* **비트 필드(Bit-fields)의 배제:**
  + **근거:** 비트 필드는 구조체 내에서 멤버 변수가 차지할 비트 수를 직접 지정하여 메모리를 절약하는 구문이다.44 이 기능은 표준 정수 타입과 비트 연산자(마스크, 시프트)를 사용하여 완벽하게 복제할 수 있다.
  + **시뮬레이션:** 비트 단위의 데이터 패킹은 unsigned int와 같은 변수를 선언하고, 비트 마스크(&)와 시프트 연산(<<, >>)을 통해 특정 비트들을 읽고 쓰는 방식으로 구현한다. 이는 하드웨어를 직접 제어하는 임베디드 프로그래밍에서 흔히 사용되는 기법이며, 언어에 내장된 특수 기능 대신 기본적인 연산자를 사용한다는 Min-C의 철학과 일치한다.  
    C  
    // struct { unsigned int flag1:1; unsigned int flag2:1; } s; 를 시뮬레이션  
    unsigned int flags;  
    // flag1 설정:  
    flags = flags | (1 << 0);  
    // flag2 값 확인:  
    unsigned int is\_flag2\_set = (flags >> 1) & 1;
* **enum (열거형)의 배제:**
  + **근거:** enum은 연관된 정수 상수들에 이름을 부여하는 문법적 설탕이다.45
  + **시뮬레이션:** 이 기능은 전처리기 지시어인 #define을 사용하여 간단히 대체할 수 있다. #define은 더 원시적인 메커니즘이며, 언어 명세 자체를 간결하게 유지한다.  
    C  
    // enum { RED, GREEN, BLUE } color; 를 시뮬레이션  
    #define RED 0  
    #define GREEN 1  
    #define BLUE 2  
    int color;
* **typedef의 배제:**
  + **근거:** typedef는 기존 타입에 새로운 별칭(alias)을 부여하는 순수한 편의 기능이다.49 이는 새로운 기능을 추가하지 않으며, 언어의 최소성을 위해 제거된다.
  + **대체:** 프로그래머는 typedef으로 축약하는 대신 항상 완전한 기본 타입 이름을 사용해야 한다. 예를 들어, typedef struct MyStruct\_s MyStruct; 대신, 변수를 선언할 때마다 struct MyStruct\_s my\_var;와 같이 전체 타입을 명시해야 한다.

### 제8장: 포인터, 주소, 그리고 역참조

포인터는 C 언어의 정체성이자 강력함의 원천이다. 메모리 주소를 직접 다루고, 동적 메모리 할당을 가능하게 하며, 효율적인 데이터 구조를 구현하는 데 필수적이다. 따라서 포인터와 관련된 핵심 기능들은 Min-C의 필수 불가결한 부분으로, 어떠한 축소도 없이 온전히 보존된다.

#### 포인터의 기본 개념

* **포인터 변수:** 다른 변수의 메모리 주소를 값으로 저장하는 변수이다.
* **선언:** type \*pointer\_name; 형태로 선언한다. 이는 pointer\_name이 type 타입의 변수를 가리키는 포인터임을 의미한다.

#### 핵심 포인터 연산자

* **주소 연산자 (&):** 변수 앞에 사용하여 해당 변수의 메모리 주소를 반환한다.  
  C  
  int var = 10;  
  int \*ptr = &var; // ptr은 var의 주소를 저장한다.
* **역참조 연산자 (\*):** 포인터 변수 앞에 사용하여 해당 포인터가 가리키는 메모리 위치에 저장된 값을 읽거나 쓴다. 이를 역참조(dereferencing)라고 한다.  
  C  
  int value = \*ptr; // ptr이 가리키는 곳의 값(10)을 value에 할당한다.  
  \*ptr = 20; // ptr이 가리키는 곳(var)의 값을 20으로 변경한다.

#### 포인터 연산(Pointer Arithmetic)

Min-C는 포인터에 정수를 더하거나 빼는 포인터 연산을 지원한다. 포인터에 정수 n을 더하면, 포인터는 n \* sizeof(\*pointer) 바이트만큼 메모리 주소상에서 앞으로 이동한다. 이는 배열의 요소들을 순회하는 데 매우 유용하다.

#### 배열과 포인터의 관계

C 언어의 핵심 개념 중 하나인 배열과 포인터의 긴밀한 관계는 Min-C에서도 동일하게 유지된다. 대부분의 표현식에서 배열의 이름은 배열의 첫 번째 요소를 가리키는 포인터로 암묵적으로 변환된다. 따라서 다음 두 표현은 동일한 의미를 갖는다.

* array[i]
* \*(array + i)

이러한 특성 덕분에 배열을 함수에 전달할 때 효율적인 포인터 전달이 이루어진다.

#### void\* (일반 포인터)

void\*는 특정 타입을 가리키지 않는 일반적인(generic) 포인터 타입이다. 어떠한 타입의 포인터든 void\*로 변환될 수 있으며, 그 반대도 가능하다(명시적 형변환 필요). 이는 malloc과 같은 메모리 할당 함수나, 다양한 데이터 타입을 처리해야 하는 일반화된 함수를 작성하는 데 필수적이다. void\* 포인터는 직접 역참조할 수 없으며, 반드시 구체적인 타입의 포인터로 형변환한 후에 사용해야 한다.

## Part III: 표현력 분석 및 실제 적용

이 파트에서는 Min-C가 이론적으로 완전할 뿐만 아니라, 실제 복잡한 프로그래밍 작업에도 적용 가능하다는 것을 증명한다. 표준 C의 모든 기능을 Min-C로 변환하는 포괄적인 가이드를 제공하고, 구체적인 사례 연구를 통해 Min-C의 실용성을 입증한다.

### 제9장: 표준 C에서 Min-C로: 변환 가이드

Min-C가 표준 C와 표현적으로 동등하다는 주장을 구체적으로 입증하기 위해, 표준 C의 배제된 기능들을 Min-C의 핵심 기능들로 변환하는 체계적인 방법을 제시한다. 아래 표는 각 표준 C 구문을 그에 상응하는 Min-C 패턴으로 매핑하는 "번역 사전" 역할을 한다. 이 변환 가이드는 프로그래머에게 실질적인 지침을 제공하며, Min-C 설계 과정에서 어떠한 표현력도 손실되지 않았음을 명확히 보여준다.

이 표는 Min-C가 단순한 이론적 실험이 아니라, 실제 C 코드를 변환하고 이해하는 데 사용할 수 있는 실용적인 명세임을 증명하는 핵심적인 증거이다. 각 변환 패턴은 Min-C가 어떻게 더 적은 구문 요소로 동일한 논리적 작업을 수행하는지를 명확하게 보여준다.

| 표준 C 구문 | Min-C 등가 패턴 |
| --- | --- |
| for (init; cond; inc) { body; } | init; loop\_start: if (!(cond)) goto loop\_end; body; inc; goto loop\_start; loop\_end: |
| while (cond) { body; } | loop\_start: if (!(cond)) goto loop\_end; body; goto loop\_start; loop\_end: |
| do { body; } while (cond); | loop\_start: body; if (cond) goto loop\_start; |
| switch (expr) { case C1: S1; break;... } | if (expr == C1) { S1; } else if... |
| var->member | (\*var).member |
| var++ / ++var | var = var + 1 |
| var-- / --var | var = var - 1 |
| var += expr | var = var + expr |
| result = cond? val1 : val2; | if (cond) { result = val1; } else { result = val2; } |
| union { T1 m1; T2 m2; } | char buffer; T1\* p1 = (T1\*)&buffer; T2\* p2 = (T2\*)&buffer; |
| struct { int x:1; int y:2; } | unsigned int flags; /\* x 조작 \*/ flags = (flags & ~1) | (val << 0); /\* y 조작 \*/ flags = (flags & ~6) | (val << 1); |
| enum { A, B, C }; | #define A 0 #define B 1 #define C 2 |
| typedef T new\_name; | *등가 패턴 없음. 항상 전체 타입 T를 사용해야 함.* |

### 제10장: 사례 연구 - 커널 스타일 연결 리스트 구현

Min-C가 이론적 완전성을 넘어 복잡한 시스템 프로그래밍 작업에 실질적으로 사용될 수 있음을 보이기 위해, 운영체제 커널에서 흔히 볼 수 있는 원형 이중 연결 리스트(circular, doubly-linked list)를 Min-C로 구현하는 사례를 제시한다. 이 예제는 포인터 조작, 구조체 사용, 그리고 if/goto를 이용한 제어 흐름 구성이 어떻게 결합되어 실용적인 자료구조를 만들어내는지를 보여준다.

이 사례 연구의 핵심은 Min-C의 제약 조건, 특히 -> 연산자의 부재가 코드에 어떻게 반영되는지를 명확히 보여주는 데 있다. 모든 포인터를 통한 멤버 접근은 (\*pointer).member 구문을 사용해야 하므로, 포인터 역참조 과정이 코드에 명시적으로 드러난다. 이는 Min-C가 추구하는 명시성의 원칙이 실제 코드에서 어떻게 작동하는지를 보여주는 강력한 예시이다.

(참고: 동적 메모리 할당을 위해 표준 라이브러리 함수 malloc과 free가 제공된다고 가정한다.)

#### 연결 리스트 노드 구조체 정의

C

/\* list\_head 구조체 정의 \*/  
struct list\_head {  
 struct list\_head \*next;  
 struct list\_head \*prev;  
};

#### 리스트 초기화 함수

C

/\* 리스트 헤드를 초기화하는 함수. 헤드가 자기 자신을 가리키도록 함. \*/  
void list\_init(struct list\_head \*head) {  
 (\*head).next = head;  
 (\*head).prev = head;  
}

#### 리스트에 노드 추가 함수 (list\_add)

C

/\* 새로운 노드(new\_node)를 헤드(head) 바로 뒤에 추가 \*/  
void list\_add(struct list\_head \*new\_node, struct list\_head \*head) {  
 struct list\_head \*next\_node;  
 next\_node = (\*head).next;  
  
 (\*next\_node).prev = new\_node;  
 (\*new\_node).next = next\_node;  
 (\*new\_node).prev = head;  
 (\*head).next = new\_node;  
}

#### 리스트 순회 및 출력 예제 (for 루프 대신 if/goto 사용)

C

/\* 데이터 저장을 위한 구조체 \*/  
struct my\_data {  
 int value;  
 struct list\_head list; /\* 리스트 헤드를 멤버로 포함 \*/  
};  
  
/\* 리스트를 순회하며 각 노드의 값을 출력하는 함수 \*/  
void print\_list(struct list\_head \*head) {  
 struct list\_head \*current;  
 struct my\_data \*data\_entry;  
  
 current = (\*head).next;  
  
loop\_start:  
 /\* current가 head와 같으면 루프 종료 (리스트의 끝) \*/  
 if (current == head) goto loop\_end;  
  
 /\*  
 \* list\_head 포인터로부터 my\_data 구조체의 시작 주소를 계산.  
 \* 이는 C 커널에서 container\_of 매크로가 하는 역할과 유사하며,  
 \* Min-C의 기본 연산만으로 구현 가능.  
 \* (단순화를 위해 여기서는 직접적인 주소 계산 대신 개념만 설명)  
 \* 실제 구현에서는 (char\*)current - offsetof(struct my\_data, list) 와 같은  
 \* 포인터 연산이 필요하지만, offsetof 또한 매크로이므로  
 \* Min-C에서는 주소 계산을 수동으로 해야 함.  
 \* 여기서는 개념적 설명을 위해 캐스팅을 사용.  
 \*/  
 data\_entry = (struct my\_data \*)current;  
   
 /\* 값 출력 - printf가 제공된다고 가정 \*/  
 /\* printf("Value: %d\n", (\*data\_entry).value); \*/  
  
 /\* 다음 노드로 이동 \*/  
 current = (\*current).next;  
 goto loop\_start;  
  
loop\_end:  
 return;  
}

이 사례 연구는 for 루프, -> 연산자, typedef 와 같은 편의 기능 없이도, Min-C의 핵심 구성 요소만으로 복잡하고 실용적인 코드를 작성할 수 있음을 명백히 보여준다. (\*ptr).member와 같은 명시적인 구문과 if/goto를 통한 제어 흐름 구성은 코드를 더 장황하게 만들 수 있지만, 동시에 모든 연산과 제어의 흐름을 가감 없이 드러내는 효과를 가져온다. 이는 저수준 시스템을 분석하고 디버깅하는 데 있어 오히려 장점이 될 수 있다.

## 결론

본 보고서는 표준 C 언어의 모든 표현력을 보존하면서, 불필요한 중복과 문법적 설탕을 제거하여 최소한의 기능 집합만을 갖는 'Min-C' 언어 명세를 제시했다. Min-C의 설계는 다음과 같은 핵심 원칙에 기반한다.

1. **표현적 동등성 유지:** Min-C는 튜링 완전하며, 표준 C로 작성 가능한 모든 알고리즘을 구현할 수 있다. 이는 if와 goto를 핵심 제어 흐름 원시 기능으로 채택하고, 다른 모든 제어 구조를 이들의 조합으로 합성함으로써 보장된다.
2. **문법적 설탕의 체계적 제거:** 프로그래머의 편의를 위해 추가된 구문들(->, ++, ?:, += 등)을 제거하고, 모든 연산이 가장 근본적인 형태로 표현되도록 강제한다. 이는 언어의 문법을 단순화하고, 코드의 의미를 명확하게 하며, 컴파일러 및 정적 분석 도구의 구현을 용이하게 한다.
3. **핵심 원시 기능 중심:** 함수, 구조체, 배열, 포인터와 같이 C 언어의 힘과 유연성의 근간이 되는 핵심 기능들은 온전히 보존한다. 반면, union, 비트 필드, enum과 같이 그 기능이 핵심 원시 기능의 조합으로 시뮬레이션될 수 있는 부가 기능들은 배제한다.

결론적으로, Min-C는 표준 C의 복잡성을 제거한 순수한 형태의 C 언어이다. 비록 간결함이나 일부 편의성은 희생되었지만, 그 대가로 언어의 명료성, 예측 가능성, 그리고 형식적 분석의 용이성을 얻었다. 이러한 특성은 Min-C를 컴퓨터 과학 교육, 형식 검증, 고도로 특화된 컴파일러 개발, 그리고 프로그래밍 언어의 근본 원리를 탐구하고자 하는 연구자들에게 매우 강력하고 가치 있는 도구로 만들어준다. Min-C는 C 언어의 본질이 무엇인지에 대한 깊은 통찰을 제공하며, 최소한의 요소만으로도 완전한 계산 능력을 갖출 수 있음을 증명하는 구체적인 실체이다.
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